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Abstract

Traditional database security mechanisms focus on either protection or prevention. However, in practice all attacks are not avoidable. To solve this problem, Intrusion Tolerant Database Systems (ITDBs) were introduced. An ITDB uses new generation database security mechanisms to guarantee specified levels of data availability, integrity and confidentiality in the presence of successful attacks. A key part of an ITDB is the intrusion detection (ID) which informs the system about attacks. One of the problems in using ID is the false alarm that will lead to the reduction of the “availability” or “integrity”. This paper presents an intelligent method to control false alarm. In this method, we will use the significance degrees of data objects to determine the anomaly threshold adaptively, as the “availability” and “integrity” required by the data objects are satisfied.
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1. Introduction

Today because of the widespread use of computer systems, internet websites and web based applications; database security issues have become very important worldwide. Traditional database security mechanisms have some limitations in providing the required security for modern information systems. Such mechanisms only focus on protection of data against different attacks and are not capable of detecting attacks or taking the proper action against them. For example, in most cases attacks like SQL Injection pass from all access control mechanisms which Database Management Systems (DBMS) provide traditionally. These attacks are usually done through web applications
which have vast accessibility [1, 2, 25]. For confronting with such attacks, we need mechanisms like intrusion tolerant database systems [3, 4, 5].

ITDB is considered as a framework for a transaction based self-healing database system. This framework will empower a database, aiming to deliver a continuous reliable service, to heal itself under malicious (but authorized) transaction attacks [21, 22, 23, 24]. Intrusion Detector is regarded as one of the main ITDB parts.

The Intrusion detection systems [6, 7, 8, 9, 28, 31] are used as monitoring systems to detect actions which threaten the integrity, confidentiality and availability of a resource. In ITDB the task of ID is to identify malicious transactions.

There are two general approaches to intrusion detection systems: anomaly detection and misuse detection. The anomaly detection approach has two modes: training mode and detection mode. In training mode, a profile is built that shows what is expected to be seen. In detection mode, the system alerts on any input which is outside of the profile. The second approach, misuse detection, is based on comparison with the behaviors of known attacks. Unlike the second approach, the first approach can detect any novel attack. However, a key problem of anomaly detection is the huge number of false positive alarms. In this paper we have focused on the anomaly detection approach.

Using ID in ITDB has certain limitations one of which is that, in general, ID is much slower than the transaction processing. Therefore, when a malicious transaction is recognized, a great number of transactions, which have been affected by malicious transaction, have committed and the damage has been spread. Despite this substantial delay in detection, a self-healing database system must be able to live.

Recent researches present two new techniques to solve this problem: attack isolation technique [10, 12, 26] and multi phase damage confinement technique [11]. Although both techniques have the same goal, they employ different methods in their functions. The multi phase damage confinement technique guarantees that no damage will spread after detecting a malicious transaction. In this technique, however, no action is taken to decrease the damage spread during the detection delay time. On the contrary, the suspicious users are isolated in the attack isolation technique and as a result, there will be fewer damages during the detection delay time. Using this method will result in a decrease in the repair costs as well. Moreover, it is not possible for other users to see the updates of suspicious users while using this technique. All other users can see the updates only when the innocence of suspicious users is proven. For this reason, this technique is considered as a more secure method.

Another limitation of ID is false alarm. False negative alarm, which is generally created due to the low level of Anomaly Threshold, reduces “integrity”. This is done by allowing malicious transactions to execute. Positive false alarm, which is usually created due to the high level of threshold, reduces “availability”. This is done by rejecting user’s following requests.

In this paper, we intend to present a practical solution to control false alarm in ITDB (which uses an ID), as a tradeoff done between “integrity” and “availability” of the data objects.

The rest of the paper is organized as follows: In section 2 the problems of using ID in ITDB will be explained. Section 3 introduces our method to control the false alarm rate. We will explain the implementation and evaluation of the proposed method in section 4. Finally, the conclusion will be presented in section 5.

2. Problem

ITDB uses the new generation of database security techniques to encounter the attacks which succeed to pass the traditional protection mechanisms. One of these techniques is Intrusion Detection which
warns the system about the attacks. However, intrusion detection has limitations such as detection delay and false alarm. Intrusion tolerance techniques are used in ITDB architecture to overcome these limitations. These techniques include multiphase damage confinement, attack isolation and optimized attack isolation. This section explains the abovementioned techniques in brief.

2.1. Multiphase damage confinement

Multiphase Damage Confinement technique contains an initial confinement phase which ensures no damage (caused by the malicious transaction) leaks out. When a malicious transaction is detected, this phase prevents accessing any data object which is updated after the malicious transaction committed. Furthermore, active transactions, which may have read a number of confined data object, are aborted to prevent damages to spread.

This technique has three unconfining phases to unconfine the data objects that are mistakenly confined during the initial confinement phase and the data objects that have been cleaned. In these phases certain dependency graphs are used to find mistakenly confined data objects. The first and second phases of relaxation are used to reduce the time an undamaged object is mistakenly confined. In the third phase, the damaged objects are cleaned.

In this technique, no method has been presented to determine anomaly threshold that is proportional to the change of environmental conditions.

Figure 1 shows the main components of the ITDB architecture which use a combination of Intrusion Tolerance techniques. In this architecture, ID is responsible for the report of malicious or suspicious transactions (users) which have to be isolated. The Containment Executer is responsible for the initial confinement phase and the confinement enforcement. The Repair Manager is responsible for the unconfining phases.
2.2. Attack isolation technique

In this technique suspicious activities are isolated before an intrusion is reported as unquestionable. Isolation is done based on users. ID is responsible for reporting suspicious users that should be isolated. For this purpose, ID will assign an anomaly degree which specifies the way of abnormality of transaction (based on the transaction’s behavior) for each transaction. The anomaly degree of each user is obtained from combination of anomaly degree of his/her transactions in a session. ID contains two alarm thresholds. If anomaly degree is above the first threshold (and below of the second), user is reported as suspicious. If the degree of anomaly is above the second threshold, then that user is reported as malicious. The first threshold is determined based on the probability that a transaction turns out to be suspicious. This can be concluded on the previous detections to some extent.

In this technique, no intelligent method is presented to determine anomaly threshold according to the change of environmental conditions as well. Furthermore, transactions of a suspicious user update suspicious versions of data objects which are produced for this user. However these transactions read main versions of data objects if suspicious versions have not thus far been produced for this suspicious user. If the innocence of an isolated user was proved then the updates of that user must be merged back into the real database.

The merging process may cause conflicts between the real database and the isolated one. In this technique a precedence graph has been used for identification of inconsistencies. If a precedence graph (obtained as a result of merging the history of the isolated user and the history of real database after isolation of that user) is acyclic, it will mean that there are no inconsistencies. Otherwise, if the graph has cycles, all the cycles are to be broken by running compensation transactions of certain transactions.

After resolving of inconsistencies, values of suspicious versions, maintained for the suspicious user, are replaced with values of trustworthy versions and then suspicious versions are omitted.

As shown in figure 1, the Mediator proxies transactions of each user. The SQL Statement Logger keeps each SQL statement, in addition to its variables, in SQL Statement Table. The SQL Statement Rewriter and Redirector does isolation with keeping additional versions for data objects that have been updated by an isolated transaction. The On-the-fly Isolation Controller will impose two restrictions for accuracy of a merging process. First, during the merge, no new transaction of the once isolated user can be executed; and second, no new transaction can be executed on the locked part of database. The Merging Manager is responsible for resolving inconsistency and merging process.

2.3. Optimized attack isolation

This technique makes it possible to use a combination of both attack isolation and multiphase damage containment techniques simultaneously in the system [12, 26]. In this technique an isolation time controller is used in the architecture of an optimized ITDB. Using this controller has two main advantages. The first positive point is that the isolation process is enforced for each suspicious user in a certain amount of time. Therefore inconsistency, caused by prolongation of the isolation time, will be decreased. The second advantage of using such controller is that we can prevent a long isolation time in case the list of suspicious user is changed by an attacker. Thus, security will be increased.

It should be noted that the isolation time for each suspicious user is estimated by parameters like the average of detection time at previous attacks and the average of the users’ session time.

When the isolation time for a suspicious user terminated If ID could not prove maliciousness/innocence of the user a message announcing the user’s innocence would be sent to the SQL Statement Rewriter and Redirector, despite the user has initially been regarded as suspicious.
Under such circumstances, if maliciousness of a user is proven later, the isolation time controller will inform the Confinement Executer and then the multiphase damage containment technique is used.

In the attack isolation technique, suspicious transactions can be executed on their own version of the requiring objects. In real world, as a result of execution of these transactions, damages may be incurred to the owners of the system. For example, in a banking system, certain amount of an account may withdraw as a result of the execution of a suspicious transaction in a way that to compensate being nontrivial. Therefore, a weight factor can be imposed in the anomaly degree of transactions for faster detection of attacks and reducing damages incurred to systems. This weight factor is obtained from the significance degree of data objects which is placed at the write set of transactions. The significance degree of a data object shows its importance in terms of the system owner. The more a data object is significant, the more security should be provided for it. A numerical value is considered for the degree of significance.

Depending on the application and the required security, different methods can be applied for obtaining the weight factor. In financial systems like banking ones which require a high security level, the weight factor can be the total of significance degrees. In other words, if $W_1, W_2, W_3 \ldots, W_n$ are significance degrees of a transaction’s write set, the weight factor $W$ will be calculated as follows:

$$ W = W_1 + W_2 + W_3 + \ldots + W_n $$  \hspace{1cm} (1)

Therefore, the security level of every data object is taken into account to calculate the weight factor. Using this method, transactions which do suspicious activities on data objects with a high significance degree are identified rapidly and the system will be saved from incurring more damages. For example, in a banking system, a user who does suspicious activities on the accounts with high balances enjoying high importance is identified as a suspicious or malicious user rapidly, although using this technique may aggravate the false alarm problem. Of course, the false alarm problem may rise due to the incorrect selection of the anomaly threshold. By decreasing the anomaly threshold, the false positive alarm rate increases. By increasing the anomaly threshold, the false negative alarm rate increases. To cause a trade off between availability and integrity a mechanism must be introduced to control false alarms.

### 2.4. Our approach and contribution

In this paper, we present a false alarm controller as a solution to control false alarm problem, which is created due to considering significance degrees of data objects in the optimized attack isolation technique. In this approach, we use the idea of significance degrees of data objects to determine anomaly threshold adaptively. So, false alarm rate will be controlled proportional to the change of environmental conditions and a tradeoff will be done between availability and integrity.

### 3. The false alarm controller

Using an ID causes a conflict between “availability” and “integrity”. By increasing anomaly threshold, “availability” decreases and “integrity” increases. Opposite condition will occur if anomaly threshold decreases. As explained in the previous section, neither attack isolation nor multiphase damage containment techniques presents a method to determine anomaly threshold adaptively based on the change of environmental conditions, which controls false alarm. Luenam et al. presented an adaptive controller to solve this problem [14]. This adaptive controller aims to improve the adaptation of an ITDB system so that the trustworthiness-to-cost range settles at an appropriate level.

This adaptive controller adjusts 4 main control parameters. The control parameters of ID are $THm$ (malicious anomaly level threshold) and $THs$ (suspicious anomaly level threshold). The control parameter of the Damage Container represents the damage leakage and is denoted as $DL$. If $DL=0$, the multiphase damage confinement technique will be enforced. If there is no restriction on $DL$, the one
phase damage confinement technique will be enforced. The control parameter of the mediator represents the transaction delay time and is denoted as DT. If DT=0, it means that the transactions are executed with the maximum speed. Otherwise, the transactions are executed with a slower speed.

Luenam and his colleagues have introduced 2 groups of metrics to adjust these control parameters. The first group is “trustworthiness metrics” which include:

1. Level of data integrity, (denoted as LI) which is indicated by the percentage of the damaged data objects (to all of the data objects).
2. Level of data availability from the perspective of containment (denoted as LDA), which is indicated by the percentage of the data objects contained by the Damage Container.
3. Level of data availability from the perspective of false alarms (denoted as LTA), which is indicated by the percentage of the harmless transactions that are mistakenly rejected due to false alarms to all of these transactions.
4. Level of data availability from the perspective of isolation (denoted as LIA), which is indicated by the percentage of the innocent transactions that are backed-out during merging processes.

The second group is used to measure the cost-effective of an ITDB system which include:

1. Level of system workload (denoted as LSW), which is indicated by the degree of workload decreasing.
2. Level of the system effectiveness (denoted as LSE), which is indicated by a group of effectiveness to cost ratios.
3. Level of the system attacks (denoted as LSA), which is indicated by how intense the attacks are.

These two groups of metrics are obtained through values of monitor parameters and are used as the input vector of adaptive controller.

As you notice, this method does not differentiate between data objects as far as “availability” and “integrity” requirements are concerned. A metric like LTA, which is affected by the false alarm monitoring parameters and is used to determine THm, examines the environmental conditions generally. In addition, the value of threshold control parameters (THm and THs) to detect malicious or suspicious transactions (users) in the whole system is the same. On the other hand, all the data objects in a database may need not the same level of “integrity” and “availability”. For example, a data object may need a high level of “availability” with the “integrity” at the second degree of significance whereas the exact opposite condition may be acceptable for another data object.

We use the idea of significance degrees of data objects to achieve the following objectives:

1. Dividing the data objects in terms of “availability” and “integrity” requirements.
2. Applying separate control parameters for each group of the data objects.

By using this idea, false alarm will be controlled in accordance with the “availability” and “integrity” requirements of data objects. As mentioned in the earlier section, in the Optimized Attack Isolation technique, a significance degree is considered for each data object. These significance degrees are imposed through weight factor in the anomaly degree of transactions. Using this approach, we can adjust the ID effect in detecting suspicious and/or malicious transactions. In other words, depending on the value of weight factor, a transaction is identified suspicious (malicious) slower or faster. This is similar to changing the anomaly threshold which causes “availability” and “integrity” increment or decrement in opposite directions. Therefore, by changing the significance degrees of data objects in proportion to their “integrity” and “availability” requirements, the anomaly threshold can be
determined indirectly at any time in an adaptive manner. In other words, the anomaly threshold is determined for different transactions (users) with respect to the data that is accessed by them.

As there are usually a considerable number of data objects with similar security and “availability” requirements in a system, to increase the speed of calculations and to decrease complexities, data objects are classified based on some of their features. So, a significance degree is allocated to each class. We use a neural network for classifying data objects. Neural networks are non-linear data driven self-adaptive approach in a way that they can adjust themselves to the data without any explicit specification of a functional or distributional form for the underlying model. Neural networks are able to estimate the posterior probabilities, which provide the basis for establishing classification rules and performing statistical analysis [15, 16, 17, 18, 19, 27].

The significance degree is a new control parameter which denoted by Wi for each class. This control parameter is adjusted by an adaptive controller. The input monitoring parameters are determined for each class at the end of each control time interval. So, the definition of trustworthiness metrics for a certain class such as A is modified as follows:

1. LI is indicated by the percentage of the damaged data objects of class A (to all the data objects of class A).
2. LDA is indicated by the percentage of the data objects of class A which are contained by the Damage Container.
3. LTA is indicated by the percentage of the harmless transactions that are mistakenly rejected due to false alarms and have some data objects of class A in their write set to all such transactions which have some data objects of class A in their write set.
4. LIA is indicated by the percentage of the innocent transactions that are backed-out during merging processes and have some write set which is member of class A.

We will evaluate the proposed approach in more details in the following section and compare it with the approach presented by Luenam et al. to determine anomaly threshold.

4. Implementation and evaluation

We have implemented the proposed false alarm controller to determine the anomaly threshold. In this section, we compare it with the neuro-fuzzy adaptive controller (NFAC) which is offered by Luenam et al.

4.1. Implementation

To implement the proposed false alarm controller (FAC), we use the Neuro-fuzzy architecture, which have been presented by Luenam et al. This architecture is based on the Multiple Adaptive Network-based Fuzzy Inference System (MANFIS). In this architecture, a combination of Fuzzy logic and neural networks is used, as they cover shortcomings of each other. Fuzzy logic provides a robust mathematical framework for dealing with the imprecision and uncertainty of ITDB input. Also this technique has a high ability to adapt itself to dynamic environments. On the other hand, neural networks are capable of learning that will enable the fuzzy approach to automatically construct its rule structure and membership functions.

As shown in Figure 2, the fuzzy system is implemented as a five-layered neural network. To prepare the training data in a control time interval, we keep the environmental parameters such as the level of system workload (LSW), the level of system attacks (LSA), the mix of transaction type and the number of concurrent users at a constant level. Random values are created for the significance degree of each class. A significance degree is chosen as the significance degree of Class i (Wi) which
provides availability (LTAi + LIAi + LDAi) and integrity (LIi) required by Class i. The selected Wi and the values of the input parameters are used as the training data set. These steps are repeated for all possible levels of environmental parameters.

![Neuro-Fuzzy Adaptive Controller](image)

**Figure 2. The structure of neuro-fuzzy adaptive controller**

FAC is executed beside ITDB architecture on a server. Therefore, we implement a prototype of an ITDB architecture, which uses the Optimized Attack Isolation technique (the time of waiting queue is considered as zero).

As explained in the earlier section, FAC aims at determining THm and THs through significance degrees of data objects without changing these thresholds generally. We also assume that, no reconfiguration operators will be performed to switch to the other intrusion tolerance technique during the experiments. Therefore, under this condition, the only output parameter of FAC is Wi that is related to data objects of class i. We also set the value of LDA metric, which is related to multiphase damage containment, on a constant value.

In the ITDB architecture, the mediator imposes the weight factor in the anomaly degree of transactions. However, prior to this action the significance degrees of data objects which exist in the write set of a transaction must be determined. As mentioned in the earlier section, data objects are classified based on some of their features and a significance degree is assigned to each class. We use a neural network with multilayer perceptron structure as well as the Levenberg-Marquadt back propagation training algorithm (which is a supervised algorithm) to determine the class of data objects. In order to prepare the training data, the system owner should determine the class of some data objects.
according to their availability and integrity requirements. The inputs of neural network are the features of a data object and the desired output of neural network is a class which is proportional to the data object requirements. Both inputs and outputs are determined by the system owner in the training stage. This data set is used for the training of the neural network. After training, the neural network will be able to determine the class of each data objects. The Class Determiner component which is shown in figure 3 is responsible for determining a class for each record of the write log. The results are saved in the Classes Table. This component sends the features of each data object as inputs to a training neural network. The neural network output determines the class of data objects. After obtaining the significance degrees of data objects, WF is calculated according to a predetermined method. We use the average of significance degrees to calculate weight factor. The WF is imposed at the anomaly degree of transactions. Therefore, anomaly threshold is determined for each transaction (user) with respect to the significance degrees of its write set data objects.

![Figure 3](image_url)  
**Figure 3.** Significance degree determiner

### 4.2. Experimental environment

The experimental environment includes one server and four clients which are connected by a 10/100 Mbps switch LAN. The specifications of these computers are shown in Table 1. The database server is Microsoft SQL Server 2008.

<table>
<thead>
<tr>
<th></th>
<th><strong>Server</strong></th>
<th><strong>Clients</strong></th>
</tr>
</thead>
<tbody>
<tr>
<td>CPU</td>
<td>Pentium (R) D 3.0 GHz</td>
<td>Pentium 4 2.0 GHz</td>
</tr>
<tr>
<td>Memory</td>
<td>1 GB</td>
<td>512 MB</td>
</tr>
<tr>
<td>Storage</td>
<td>300 GB</td>
<td>80 GB</td>
</tr>
<tr>
<td>OS</td>
<td>Windows Server 2003</td>
<td>Windows XP Pro</td>
</tr>
</tbody>
</table>

### 4.3. Transaction generation

In our experiments, TPC_C benchmark [13] is used for generating transactions. TPC-C benchmark models the order processing operations of a wholesale supplier with some geographically distributed sales districts and associated warehouses. Five basic transactions that represent essential performance
characteristics of the application are defined by the benchmark. These transactions and percentage of their mixture are listed in Table 2.

<table>
<thead>
<tr>
<th>Name</th>
<th>Characteristic</th>
<th>Percentage</th>
</tr>
</thead>
<tbody>
<tr>
<td>New-Order</td>
<td>read-write, mid-weight</td>
<td>45%</td>
</tr>
<tr>
<td>Payment</td>
<td>read-write, light-weight</td>
<td>43%</td>
</tr>
<tr>
<td>Order-Status</td>
<td>read-only, mid-weight</td>
<td>4%</td>
</tr>
<tr>
<td>Delivery</td>
<td>read-write</td>
<td>4%</td>
</tr>
<tr>
<td>Stock-Level</td>
<td>read-only</td>
<td>4%</td>
</tr>
</tbody>
</table>

As Table 3 shows, four users transfer the transactions to the server simultaneously in the Experiments. We suppose that one of the users is malicious. The level of attack exceeds 20%. Therefore, more than 20% of the transactions are sent by the malicious user at any time. The system workload is considered to be between 50 to 100 transactions per second.

<table>
<thead>
<tr>
<th>Parameter</th>
<th>value</th>
</tr>
</thead>
<tbody>
<tr>
<td>The number of concurrent users</td>
<td>4</td>
</tr>
<tr>
<td>Level of workload (LSW)</td>
<td>$50 \leq \text{LSW} \leq 100$</td>
</tr>
<tr>
<td>Level of attacks (LSA)</td>
<td>LSA &gt; 20%</td>
</tr>
</tbody>
</table>

Malicious transactions are simulated with abnormal inputs. The database will include 2.65 million records. It should be noted that the largest size of read/write set for a transaction is 33 reads as well as 33 writes while the smallest is 3 reads and 4 writes. The transaction generator is executed on clients. Transactions are submitted to server in batch-style (non-interactive) with a normal distribution.

4.4. FAC vs. NFAC

Here, we study operation of FAC and NFAC controllers to determine THm and THs through some experiments. To compare these two controllers, we classify all the data objects available in the system into three classes. In this way, a FAC controller will be implemented for each class. Table 4 shows the level of “availability” and “integrity” required by each class.
Table 4. The Classes of system

<table>
<thead>
<tr>
<th>Class</th>
<th>Availability</th>
<th>Integrity</th>
</tr>
</thead>
<tbody>
<tr>
<td>Class A</td>
<td>High (LA &gt; 90)</td>
<td>Low (LDDA &lt; 0.8)</td>
</tr>
<tr>
<td>Class B</td>
<td>Medium (LA &gt; 60)</td>
<td>Medium (LDDB &lt; 0.5)</td>
</tr>
<tr>
<td>Class C</td>
<td>Low (LA &gt; 40)</td>
<td>High (LDDC &lt; 0.2)</td>
</tr>
</tbody>
</table>

As mentioned earlier, FAC considers the “availability” and “integrity” requirements of the data objects to determine both THm and THs control parameters in proportion to the environmental conditions. Therefore, THm and THs will be different for the users who have access to the data objects with different significance degrees. However, NFAC determines these two control parameters for the whole system.

Figure 4. Availability Level of data object classes
We do tow experiments to compare the effect of these two controllers on “availability” and “integrity” of data objects. In the first experiment, we apply FAC to determine the significance degree of classes. In the second experiment, which is carried out under similar conditions of the first experiment, NFAC is applied to determine THm and THs.

In these experiments, the average of LA (Level of Availability) is used to evaluate availability. LA is calculated for each class at the end of each control time interval as follows:

\[ \text{LA}_i = \text{LTA}_i + \text{LIA}_i + \text{LDA}_i \]  

(2)

Since the multi-phase damage containment technique has not been implemented in these experiments, we ignore LDAi. Also, the average of LDDi (level of damaged data objects) which shows the damaged data objects percentage of each class is used to evaluate the integrity.

Figure 4 shows the Level of Availability achieved for each class in the two experiments. FAC provides a rate of availability with 7% more than NFAC for data objects of class A. However, on Classes B and C, FAC respectively provides a rate of availability with 6% and 18% less than NFAC.

### Figure 5. Integrity Level of data object classes

(a) Integrity Level of class A  
(b) Integrity Level of class B  
(c) Integrity Level of class C
Figure 5 shows the level of integrity achieved for each class in two experiments. FAC provides the data object, which are members of class A, with 19% less “integrity” than NFAC. However, on Classes B and C, FAC respectively provides the data objects, which are members of these classes, with 11% and 48% more “integrity” than NFAC.

The results of the experiments show that FAC provides the required availability and integrity of all Classes. However, NFAC does not favorably satisfy the “integrity” and “availability” requirements of Classes A and C.

Integrity is highly important for Class C. However, NFAC does not satisfy the integrity required by this Class. Instead, NFAC provides it with more availability than it requires. Also, NFAC does not provide Class A with its required availability. Instead, it provides this class with more integrity, which is of less importance for this Class. Both controllers provide the data objects of Class B with the required availability and integrity.

5. Conclusion

Intrusion Tolerant Database Systems apply novel techniques to react against attacks which succeed to pass the traditional protection systems. “Intrusion Detection” is one of these techniques. One of the major limitations of using ID in ITDB architecture is the false alarm. In this paper, we used the idea of significance degrees of data objects to control false alarms regarding the “availability” and “integrity” requirements of data objects. Using this method, the anomaly threshold for each transaction (user) will be determined with respect to the significance degrees of its write set data objects.

In addition to significance degrees of data objects, for future studies, we can use new parameters such as user trust degree to control false alarm more effectively. Applying this parameter, each user has a trust degree with respect to his/her own characteristics such as the way he/she is connected to system and the history of attacks that has been done by this user. This trust degree will be imposed to the anomaly degree of the transactions of this user.
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